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Abstract. Software has jumped “out of the box” – it controls critical systems, 
pervades business and commerce, and infuses entertainment, communication, 
and other everyday activities. These applications are constrained not only by 
traditional capability and performance considerations but also by economic, 
business, market and policy issues and the context of intended use. The diver-
sity of applications requires adaptability in responding to client needs, and the 
diversity of clients and contexts requires the ability to discriminate among crite-
ria for success. As a result, software designers must also get out of their boxes: 
in addition to mastering classical software development skills, they must master 
the contextual issues that discriminate good solutions from merely competent 
ones. Current software engineering education, however, remains largely “in the 
box”: it neglects the rich fabric of issues that lie between the client’s problem 
and actual software development. At Carnegie Mellon we address this major 
shortcoming by teaching students to understand both the capabilities required 
by the client and the constraints imposed by the client’s context.  

1   The Changing Face of Software 

Software intensive systems have become essential to everyday activity and business 
in the global economy. Not only is public dependence on software increasing, but in 
addition the character of the software itself is changing – and with it the demands on 
the software developers. The quality of this software depends on an adequate supply 
of software developers who are proficient in the full spectrum of concepts and skills 
required to respond to emerging types of software as well as the classical types. 

1.1   Current forces of software development 

The prevailing model of software development, on which most educational programs 
are based, involves a team of professional software developers in a single institution 
working under a well-defined process and product cycle to produce software for a 
known client or market and deliver it on a known schedule. This closed-shop software 
development model is increasingly at odds with actual practice. Some of the 
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discrepancies between the closed-shop development model and the needs of modern 
software development include: 
♦ System requirements emerge as the clients understand better both the technology and the 

opportunities in their own settings. This often requires software development to be carried 
out concurrently with business re-engineering. 

♦ The pervasive integration of information technology with business operations and products 
requires software design to comply with market, regulatory, and policy requirements that 
typically are not evident in the project-specific requirements elicited from the client. 

♦ Products of interest are often distributed and embedded hardware/software systems, not 
pure software. Classical software development methods focus tightly on functionality, 
performance, and technical quality requirements; they are not well suited to respond to 
constraints arising from the context of the application rather than its specific requirements. 

♦ Mobile wireless applications that run on handheld devices with limited resources in 
dynamically changing environments impose new requirements for dynamic reconfiguration 
and interoperability. They also revitalize old needs for efficiency and usability. 

♦ Software, especially system-level software, is now being developed by communities of 
cooperating volunteers. In open-source software, for example, code is published freely and 
interested users critique it and propose changes. Quality arises through an intense, highly 
parallel social process with rapid feedback rather than a carefully managed process. 

♦ Software development often involves globally distributed teams. Accommodating 
geographic and organizational separation of developers within projects imposes substantial 
constraints on product architecture, processes, tools, and communication regimes. 

♦ Applications are often created by harnessing coalitions of existing resources that are not 
under control of the software developer. The resources include calculation, communication, 
control, information, and services; they are often distributed, dynamic, autonomous, and 
independently managed. They may be modified or decommissioned without notice to users. 

♦ Software development is increasingly disintermediated – software is adapted, tailored, 
composed, or created by its end users rather than by professional software developers. 
Placing enormous computational power in the hands of end users raises the stakes for 
making software-intensive products dependable, understandable, and usable. These end 
users need to understand software development in their own terms, not the terms familiar to 
professional programmers; they particularly need ways to decide how much faith to have in 
their creations. Current software products do not support these users very well. 

These new aspects of software development often require an open-shop development 
model that is a major departure from the usual closed-shop model, and the 
uncertainties associated with external policy constraints and externally-managed 
resources require correspondingly more sophisticated analysis. 

Most educational programs underplay the significance of these changes from 
software development of a decade ago. For example, developers trained to deliver 
well-defined products to specific clients or discrete products for the open market are 
ill-equipped to deal with the shifting needs of opportunistic web-based integration and 
the expanding involvement of end users. 

In either the traditional or the emerging setting, the point of greatest leverage on 
overall software quality is early in design, before the usual software development 
methods can be applied. Early decisions often commit resources that will incur costs 
throughout the project. Boehm and Basili report that “finding and fixing a software 
problem after delivery is often 100 times more expensive than finding and fixing it 
during the requirements and design phase” and also that the uncertainty in cost 
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predictions is largest during early design [5,6]. Most software development methods, 
however, are largely linear processes that refine an initial design. These methods pay 
only passing attention to evaluating a variety of design alternatives early in 
development, and they place scant emphasis on understanding the market, business, 
economic, and policy context that limits the space of acceptable solutions. 

The essential challenges are world-wide problems. Although we describe these 
challenges in terms of specific examples from the United States, the overall 
implications are global.  

1.2   Resulting forces on software engineering education 

To respond to these forces, we must prepare software engineers to construct and 
analyze systems that are heavily constrained by contextual considerations in addition 
to the usual technical requirements. These issues can affect the design in profound 
ways, such as by requiring or limiting essential functionality (e.g., audit trails) or 
pervading the implementation (e.g., security requirements) or limiting the 
architectural options (e.g., structuring databases for privacy). Contextual requirements 
are much easier to deal with as integral parts of the requirement than as add-ons to an 
existing design. However, to incorporate contextual requirements from the outset, 
developers must understand and respect these requirements as much as they do the 
requirements elicited directly from the client. 

Currently, most software developers are educated principally in tools and methods 
for writing, analyzing, and managing software. For example, the ACM/IEEE 
Software Engineering 2004 curriculum design [23] devotes over 50% of its material 
to basic programming and analysis, about 25% to correctness and quality, 10-15% to 
process and management, and less than 10% to design. “Design” for this curriculum 
means implementing software to conform to requirements. The ACM/IEEE 
curriculum includes as guiding principles [23],  

Reconcile conflicting project objectives, finding acceptable compromises within 
limitations of cost, time, knowledge, existing systems, and organizations. Students 
should engage in exercises that expose them to conflicting, and even changing, 
requirements. There should be a strong element of the real world present in such cases to 
ensure that the experience is realistic. Curriculum units should address these issues, with 
the aim of ensuring high quality requirements and a feasible software design. 

and 
Design appropriate solutions in one or more application domains using software 
engineering approaches that integrate ethical, social, legal, and economic concerns. 
Throughout their study, students need to be exposed to a variety of appropriate 
approaches to engineering design in the general sense, and to specific problem solving in 
various kinds of applications domains for software. They need to be able to understand 
the strengths and the weaknesses of the various options available and the implications of 
the selection of appropriate approaches for a given situation. Their proposed design 
solutions must be made within the context of ethical, social, legal, security, and 
economic concerns. 

The curriculum itself, however, gives scant attention to these topics: about 3% for 
traditional requirements topics and 1-2% for contextual concerns in design. 
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1.3   Carnegie Mellon’s response 

We believe that the greatest opportunity to improve software engineering education 
lies in improving students’ ability to bridge the gap between traditional client-focused 
requirement elicitation and the capability-focused processes of software development 
– that is, in teaching them how to decide what to design. We created a new course to 
address these issues. Carnegie Mellon’s software engineering tradition is strongly 
technical; compared to most software engineering programs, we place greater 
emphasis on engineering of the software product than on the development process. In 
addition. Our educational tradition emphasizes the enduring value of the content as 
well as the skills of immediate, possibly short-term, use. Details of both technical and 
nontechnical aspects of software engineering change with time, so we teach the 
enduring principles that support current practice as well as the current practice itself. 
This paper describes an innovative course in early design analysis rooted in the 
context of the Carnegie Mellon software engineering educational philosophy. We 
interleave sections from our statement of philosophy [38] with sections that describe 
our new course and show how it satisfies the principles. 

Section 2 describes Carnegie Mellon’s view on the content of software 
engineering. Section 3 presents our new course in the context of Section 2. Section 4 
describes Carnegie Mellon’s pedagogical philosophy, and Section 5 explains how the 
course satisfies that philosophy. Section 6 discusses experience with several course 
formats, and Section 7 suggests ways to adapt the course to other settings. Section 8 
reflects on the role of this course in a modern software engineering curriculum. 

2   The Carnegie Mellon approach to software engineering 

This section articulates Carnegie Mellon's core academic values for the discipline of 
software engineering. Curriculum design must reconcile academic values with the 
objectives of numerous other stakeholders; this is the case for the academic values 
stakeholder. This characterization of software engineering is informed by other 
software engineering and computer science curriculum designs, such as the 
ACM/IEEE guidelines [23], the IEEE SWEBOK [21], and the Carnegie Mellon 
Undergraduate Curriculum of 1985 [36], but it is independent of them. 

2.1   Definition 

Software engineering is the branch of computer science that creates practical, cost-
effective solutions to computation and information processing problems, 
preferentially by applying scientific knowledge, developing1 software systems in the 

                                                            
1 “Develop” -- Software engineering lacks a verb that covers all the activities associated with a 
software product, from conception through client negotiation, design, implementation, 
validation, operation, evolution, and other maintenance. Here, “develop” refers inclusively to 
all those activities. This is less than wholly satisfactory, but it isn’t as bad as listing several 
verbs at every occurrence. 
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service of mankind. Software engineering entails making decisions under constraints 
of limited time, knowledge, and resources. The distinctive character of software raises 
special issues about its engineering. These include: 
♦ Software is design-intensive; production costs are but a small component of product costs. 
♦ Software is symbolic, abstract, and more constrained by intellectual complexity than by 

fundamental physical laws. 
Software engineering is often confused with mere programming or with software 
management. Both comparisons are inappropriate, as the responsibilities of an engi-
neer include the deliberate, collaborative creation and evolution of software-intensive 
systems that satisfy a wide range of technical, business, and regulatory requirements. 
Software engineering is not simply the implementation of application functionality, 
nor is it simply the ability to manage a project in an orderly, predictable fashion. 

2.2   Core principles:  

Software engineering rests on three principal intellectual foundations. The technical 
foundation is a body of core computer science concepts relating to data structures, 
algorithms, programming languages and their semantics, analysis, computability, 
computational models, etc.; this is the core content of the discipline. This technical 
knowledge is applied through a body of engineering knowledge related to 
architecture, the process of engineering, tradeoffs and costs, conventionalization and 
standards, quality and assurance, etc.; this provides the approach to design and 
problem solving that respects the pragmatic issues of the applications. These are 
complemented by the social and economic context of the engineering effort, which 
includes the process of creating and evolving artifacts, as well as issues related to 
policy, markets, usability, and socio-economic impacts; this provides a basis for 
shaping the engineered artifacts to be fit for their intended use. 

These are the fundamental, pervasive, integrative principles that transcend specific 
details and characterize the field. They are core beliefs that shape our values about 
what things are important and how we as a faculty approach problems. These princi-
ples characterize the distinctive Carnegie Mellon approach to software engineering. 

Physicists often approach problems (not just physical problems) by trying to 
identify masses and forces. Mathematicians often approach problems (even the same 
problems) by trying to identify functional elements and relations. Engineers often 
approach problems by trying to identify the linearly independent underlying 
components that can be composed to solve a problem. Programmers often view them 
operationally, looking for state, sequence, and processes. Here we try to capture the 
characteristic mindset of a software engineer. 

2.2.1   Computer science fundamentals 
The core body of systematic technical knowledge that supports software engineering 
is the algorithmic, representational, symbol-processing knowledge of computer 
science, together with specific knowledge about software and hardware systems. 
Major computer science principles include: 

Abstraction enables the control of complexity. Abstraction allows selective control 
of detail and consequently separation of concerns and crisp focus on design decisions. 
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It leads to models and simulations that are selective about the respects in which they 
are faithful to reality. It permits design and analysis in a problem-oriented frame 
rather than an implementation-oriented frame. Some levels of design abstraction, 
characterized by common phenomena, notations, and concerns, occur repeatedly and 
independently of underlying technology. 

Imposing structure on problems often makes them more tractable, and a number of 
common structures are available. Designing systems as related sets of independent 
components allows separation of independent concerns; hierarchy and other 
organizing principles help explain the relations among the components. In practice, 
independence is impractical, so issues of cohesion and coupling affect the results. 
Moreover, recognizing common problem and solution structures allows reuse of prior 
knowledge rather than reinvention. Software systems are sufficiently complex that 
they exhibit emergent properties that do not derive in obvious ways from the 
properties of the components.  

Symbolic representations are necessary and sufficient for solving information-
based problems. Control and data are represented symbolically, and this enables their 
duality. Notations for symbolic description of control and data enable the definition of 
software. These representations allow the description of algorithms and data 
structures, the bread and butter of software implementation.  

Precise models support analysis and prediction. These models may be formal or 
empirical; formal and empirical models are subject to different standards of proof and 
provide different levels of assurance in their results. The results support software 
design by providing predictions of properties of a system early in the system design. 
Careful documentation and codification of informal knowledge provides immediate 
guidance for developers and a precursor for more precise, validated models. 

Common problem structures lead to canonical solutions. Recognizing common 
problem and solution structures allows reuse of prior knowledge rather than 
reinvention. 

2.2.2   Engineering fundamentals 
The systematic method and attention to pragmatic solutions that shapes software 
engineering practice is the practical, goal-directed method of engineering, together 
with specific knowledge about design and evaluation techniques. Major engineering 
principles include: 

Engineering quality resides in engineering judgment. Tools, techniques, methods, 
models, and processes are means that support this end. They can enhance sound 
judgment, they can provide a basis for evaluating designs, and they can make 
activities more accurate and efficient, but they cannot replace sound judgment. 

Quality of the software product depends on the engineer's faithfulness to the 
engineered artifact. This quality is achieved through commitment to understanding 
the client’s needs; it is evaluated by assessing the properties of the artifact that are 
important to the client. This is the basis for ethical practice. 

Engineering requires reconciling conflicting constraints. These constraints arise 
both from requirements and from implementation considerations. They typically over-
constrain the system, so the engineer must find reasonable compromises that reflect 
the client's priorities. Engineers generate and compare alternative designs and refine 
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the most promising; they prefer quantitative evaluations and predictions. Finding 
sufficiently good cost-effective solutions is usually preferable to optimization.  

Engineering skills improve as a result of careful systematic reflection on 
experience. A normal part of any project should be critical evaluation of the work. 
Critical evaluation of prior and competing work is also important, especially as it 
informs current design decisions. 

2.2.3   Social and economic fundamentals 
The concern with usability and the business and political context that guides software 
engineering sensibilities is organizational and cognitive knowledge about human and 
social institutions. This is supported by specific knowledge about human-computer 
interaction techniques. Major socio-economic principles include: 

Costs and time constraints matter, not just capability. The costs include costs of 
ownership as well as costs of creation. Time constraints include calendar (e.g., market 
window) as well as staffing constraints. These factors affect the system design as well 
as the project organization. 

Technology improves exponentially, but human capability does not. Computing 
and information processing capability should be delivered to end users in a form that 
those users can understand and control. Systems should adapt to the users, not users to 
the systems, and the computing activities should fit well with users’ other activities.  

Successful software development depends on teamwork by creative people. 
Software developers must reconcile business objectives, client needs, and the factors 
that make creative people effective; they must communicate effectively with clients. 
Modern projects are too complex for individuals to handle alone. 

Business and policy objectives constrain software design and development 
decisions as much as technical considerations do. Long-range objectives, competitive 
market position, and risk management affect the business case for a software 
development. Public policy and regulation add requirements that the client may not be 
aware of. These objectives should have equal standing with other objectives, such as 
technical and usability objectives, in the development process.  

Software functionality is often so deeply embedded in institutional, social, and 
organizational arrangements that observational methods with roots in anthropology, 
sociology, psychology, and other disciplines are required. It is often relatively easy to 
capture the obvious functionality and constraints, but the subtle ones often go 
unnoticed and cause projects to fail or to incompletely satisfy users. 

Customers and users usually don’t know precisely what they want, and it is the 
developer’s responsibility to facilitate the discovery of the requirements. Developers 
need to use appropriate techniques to help the customers and users explore the design 
space, and understand the relevant alternatives, constraints, and tradeoffs. This 
requires knowledge both of the technology and the context of use. Since most 
customers and users are unlikely to acquire substantial technical knowledge, 
developers must take the initiative to bridge the gap by working to acquire more than 
a superficial knowledge of the context of use. 
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2.3   Core competencies 

The fundamental material informs and pervades the curriculum. More visibly, the 
curriculum includes content, both mature and immature, that develops software 
engineering capability on the three foundations of core computer science, 
engineering, and the social and economic context. To describe the content, we 
develop a rough classification that allows us to plan curricula, to assess students' 
skills, and to identify intellectual gaps. 

Software engineers should master a set of core competencies. These are abstract 
capabilities (e.g. “ability to reason in a formal system”) not specific skills (e.g., any 
particular choice among CSP, Z, Larch, etc), and especially not skills in using 
particular products. It follows that different students may satisfy the capability 
requirements in different ways. So degree programs could be described with coverage 
requirements that refer to these capabilities. We might say, for example, that each 
masters student should demonstrate proficiency in reasoning with symbolic systems 
by using two such systems at some point during the masters program; this might be in 
a class, in a major project of the program, as part of an independent study project, etc. 
This model becomes increasingly important as the flexibility in the programs and the 
diversity of student activity increases. To support this, we envision a mapping from 
our educational offerings (courses, projects, etc) to these capabilities. Software 
engineers should: 
♦ Be able to discover client needs and translate them to software and system requirements 
♦ Reconcile conflicting objectives, finding acceptable compromises within limitations of 

cost, time, knowledge; understand the nature of unstructured, open-ended (sometimes 
known as “wicked”) problems 

♦ Design appropriate solutions, using responsible engineering approaches 
♦ Evaluate designs and products 
♦ Understand and apply theories and models that provide a basis for software design 
♦ Work effectively in interdisciplinary contexts, in particular to bridge the gap between 

computing technology and the client's technology and to interpret and respect extra-
technical constraints 

♦ Work effectively within existing systems, both software artifacts and organizations 
♦ Understand and apply current technical solution elements, including specific components, 

tools, frameworks, and also abstract elements such as algorithms and architectures 
♦ Program effectively, including code creation, component use, and integration of multiple 

subsystems 
♦ Apply design and development techniques as appropriate to realize solutions 
♦ Organize and lead development teams, including team-building and negotiation 
♦ Communicate effectively, both verbally and in writing 
♦ Learn new models, techniques, and technologies as they emerge; integrate knowledge from 

multiple sources to solve problems; serve as a change agent for adopting new technology 
For programs organized around courses, traceability from competencies to content 
could be performed for each course. For a self-paced project-based curriculum, the 
selection of specific topics may be driven by individual projects; in this case the 
traceability could be done for each student as a means for determining whether each 
student has satisfied the overall requirements of the program. 
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3   Course content: Deciding what to design 

Section 1 identified the ability to bridge the chasm between client needs and the 
beginning of software development2 as a gap in most software engineering curricula, 
in the capabilities of most software developers and, indeed, in the product design 
capabilities of most organizations that produce software. We developed a course to 
close this gap by teaching students how to handle the engineering design 
responsibilities that precede traditional software design – that is, we address the 
design tasks that move from requirements to set the stage for selecting a software 
architecture and applying a software development method. This section describes the 
course, “Methods: Deciding What to Design”, and shows how it was shaped by the 
principles of Section 2. 

Our course brings together a variety of methods for understanding the problem the 
client wants to solve, various factors that constrain the possible solutions, and 
approaches to deciding among alternatives. The course is principally intended for 
students in our professional masters’ program in software engineering (MSE) [11]. 
The students are not expected to have previous knowledge in any of the topics 
covered in the course, but there is a prerequisite of having minimum three months 
hands-on software development experience in industry.   The course lasts one full 
semester, 15 weeks, and is designed as a 12 unit course. This corresponds to 
approximately 12 hours of effort per week for students, including the time spent in 
class. The class size has been between 25-30 students. This program is built around a 
substantial ongoing project, the MSE Studio, in which students develop a software 
subsystem for a real client. The students take our course during their first semester on 
campus, at precisely the point when they receive the first, inevitably vague, statement 
of what the customers for the ongoing project want. As a result, we expect the 
students to find immediate uses for the course material. 

As noted above, software development depends on bridging the gap between a 
vague statement of a problem and decisions about the specific components that make 
up a working software system. The challenge for software engineers is often bridging 
from the system-specific requirements and unspoken constraints from the operating 
environment to the high-level design of the system. This has been a persistent 
challenge for our students.  

Most software engineering curricula have some courses that focus on requirements 
and other courses, for example about software architecture or object-oriented design 
that focus on the high-level software system design. These independent courses 
usually fail to address the nuances of recognizing tradeoffs, generating and comparing 
alternatives, identifying the implicit constraints that arise from the context of the 
project, and ensuring that the software product will be usable by its intended 
audience. Our course explicitly covers these contextual issues, and it requires students 
to apply their understanding of this material to the MSE Studio projects. 

The overarching objectives of this course are for the students to be able to explain 
the major forces, both technical and contextual, that shape and constrain the solutions 

                                                            
2 In our view, the ideas covered in this course correspond to the design phase of an engineering 

project. However, software engineering uses the word “design” to refer to the activities that 
begin with choosing implementation strategies such as software architecture. 
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to their clients’ problems, to evaluate and address the ways these forces constrain the 
software implementation, and to select and apply appropriate techniques for resolving 
the constraints and selecting a preliminary design. Students should learn to handle 
easy cases themselves, and they should be prepared to interact constructively with 
domain experts such as business or usability experts for more difficult cases. Students 
should come to understand that good solutions come not from applying processes by 
the book but from genuinely understanding the client’s real needs, then selecting and 
applying whatever techniques are appropriate to solving the client’s problem.  

In practice, the course is organized around five core competencies: identifying 
types of problems and their structures; eliciting technical needs; matching the design 
to user needs; understanding and analyzing business, economic, and policy 
constraints; and adopting an engineering approach to software systems. The course 
requires students to apply these competencies in the context of the MSE Studio 
project. We address each of these competencies in turn, describing the material in the 
most recent offering of the course. We have also taught the course with the order of 
Sections 3.1 and 3.2 reversed. We find, probably because of the coordination with the 
MSE studio project, that students respond better to the order presented here. Section 7 
discusses alternative topics that could be substituted to make a comparable course 
suited for somewhat different audiences. 

3.1   Identifying types of problems and their structures 

In this section of the course, students learn to identify types of computing and 
information processing problems and their structures by studying a vocabulary of 
common problem types. We use Jackson’s Problem Frames [22] approach as a way to 
identify the elements of a client’s problem, identify pertinent properties of these 
elements, and recognize classes of similar problems whose well-established solutions 
can provide guidance for the problem at hand. Students learn to identify distinct 
concerns, or domains, of the problem and determine the characteristics of each 
domain – for example whether it is under the control of the software developer, 
whether it is physical or symbolic, whether it operates autonomously or only through 
external control. After analyzing the problem domains, students identify common 
problem templates (called frames), such as device control, information display, or 
data transformation, that appear in the client’s problem. Finally they formulate the 
criterion for demonstrating that the software they’re designing in fact solves the 
problem. The problem frames describe phenomena in the problem space, but they are 
common problems for which solution strategies, and hence software design 
alternatives, are well known. 

Problem frame analysis of problems demonstrates several design principles: 
♦ Good designers draw on a rich vocabulary of well-understood design fragments. This 

allows them to map new problems to systems of known problem types. 
♦ Common problem structures appear regularly, even across application areas. Recognizing 

them allows the software designer to apply existing knowledge about solutions (and 
pitfalls), which is usually more effective than developing new solutions from scratch. 

♦ Precise, often formal, analyses provide insight into problem characteristics, and analysis 
techniques should be selected opportunistically to match the problem. 
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♦ Problem analysis should enhance the designer’s understanding of the client’s needs and 
yield a plan for showing that the problem, and each subproblem, has been solved correctly. 

♦ Idealized templates provide good guidance, but they must be adapted in each case to handle 
the details of the problem at hand. 

Problem frames provide students with a way to sharpen their own understanding of 
the client, to impose structure that will lead to solutions, and to map the new problem 
into more familiar territory. This is a relatively short unit, and we do not use 
supplemental materials.  

The project requires students to perform a problem frame analysis for their ongoing 
projects. This assignment comes early in the semester, so we emphasize 
understanding the major domains of the client’s problem and the types of the main 
problem and a few principal subproblems. 

3.2 Eliciting technical needs 

In this section of the course, students learn ways to discover what the system should 
actually do in order to address the users’ evolving needs. Use case modeling and 
contextual design methods address these concerns. 

3.2.1   Use case modeling 
Use case modeling [2] provides techniques for identifying an appropriate system 
boundary, understanding the interactions of external entities with the system, 
developing the capabilities the system should provide, and understanding the domain 
the software problem is situated in. This provides an effective starting point for 
matching users’ expectations with what the system should actually do. A significant 
advantage of use case modeling is that it allows the students to formulate alternative 
usage interactions at a goal level rather than a mere functionality level. Our approach 
emphasizes use case modeling as an elicitation technique that can be used early in the 
software design to develop an understanding of the problem at hand. 

Use case modeling allows us to demonstrate principles of: 
♦ Software should be designed around the expected benefits to the users. Use case modeling 

accomplishes this by capturing the goals of users, not just the system functionality.  
♦ The full complexity of the users’ domain needs to be captured. Use case modeling requires 

identification of the various classes of roles and external entities that need to interact with 
the system.  

♦ Identifying anticipated interactions with the system helps to identify implicit requirements. 
Specifying needs in general terms often glosses over complex and subtle user needs. 

Supplemental readings help to broaden the students’ understanding of the context of 
use. In particular, Carroll provides an alternative view to use case modeling by show-
ing how the use of scenarios can transform information systems design. Scenario-
based design uses concretization; scenarios are concrete stories about use [13]. 

Through individual exercises the students experiment with reverse engineering a 
product for a partial use case model and developing a domain understanding of the 
system they are designing. The project requires them, with their team, to develop an 
initial use case model and reflect on parts of the problem that they were not able to 
capture with techniques provided in use case modeling. 
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3.2.2   Contextual design 
Contextual design provides a particular example of a method for discovering subtle 
user requirements, translating them into an initial design, and iterating with prototypes 
and customer feedback in order to validate and refine the design. The method sets out 
techniques for conducting interviews with potential users, generating models that 
describe how the work is actually done and the context of that work, and 
consolidating the work models and organizing functionality in a way that conforms 
with the ways users actually work [4]. 

Contextual design is firmly grounded in the tradition of social science methods for 
discovering social, institutional, and organizational phenomena. It prescribes a 
modeling discipline that resonates with software engineering students and helps to 
make the social science techniques accessible to them. Finally, it provides a coherent 
and comprehensive set of techniques that go from initial conception to a prototype 
solution. We present contextual design as an illustration of several general, enduring 
principles that guide early design: 
♦ Representing the context of use requires appropriate techniques. Assumptions and 

prejudices about how users will interact with the system are an unsound foundation for 
design. 

♦ Interactions with users in the design process should be carefully planned, and the 
interactions should center on concrete instances of the user’s work. Simply talking to users, 
or just asking them what they want is unlikely to yield satisfactory results. 

♦ Users are experts at their tasks, and system design must allow them to exploit their 
expertise. 

♦ Good design usually results from informed exploration of alternatives, not from simply 
adopting the first solution that presents itself. 

♦ Design of interactive software generally implies a redesign of how users work, with 
attendant risks to the user’s ability to work effectively. These risks must be recognized and 
managed. 

Supplemental readings bring a number of related points into the discussion. Suchman 
[44] discusses the difficulty of embedding a plan-based model of the user in the 
system as a means of guiding interactions in the context of copying machines. She 
emphasizes the need to help the user understand the state of the machine in order to 
interact with it. Moody [28] and Kidder [24] provide inside views of the often chaotic 
and turbulent design process in real organizations and of the push and pull of business 
and social forces. Christensen [14] introduces the notion of disruptive innovations. He 
makes the case that the designer’s attention should not be limited to what the clients 
are asking for at the moment, but rather it should extend to understanding the business 
and technical contexts deeply enough to anticipate the client’s longer-term needs and 
to place intelligent technology bets. This is complemented by von Hippel’s analysis of 
the evolutionary nature of development [46]. 

The project requires students to conduct actual data collection by identifying at 
least two potential users of the system they are designing, planning and conducting 
contextual interviews, constructing work models, and specifying the organization of 
functionality from a user’s perspective – the “user environment design” in contextual 
design terminology. 
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3.3   Matching the design to user needs 
In this section of the course, students learn to evaluate solution alternatives from a 
user’s point of view. The section begins with a continuation of contextual design, 
focusing here on constructing prototypes and interacting with users in order to 
evaluate them. Norman [29] expands on the theme of usability, exposing the students 
to a classical discussion of user-centered design principles and a wide-ranging 
collection of examples. 

The course uses current examples of design as material to which the principles can 
be applied. Recently, for example, the class focused on the BMW iDrive system that 
uses a control knob and menus to access over 700 of the automobile’s non-critical 
functions. This interface provides a wealth of material for analysis of affordances, 
focus of attention, mappings, design for error, and mental models. This example also 
sets the stage for understanding the significance of business drivers – the initial 
version of the system was extraordinarily difficult to use and expensive to correct.  

These materials provide students with concrete examples of techniques that 
embody several principles: 
♦ Designing for users is an iterative process where interaction between user and designer 

focuses on meaningful, concrete representations of the designed system, presented to the 
user in context. 

♦ Determining an appropriate level of prototype fidelity is a tradeoff between the cost of the 
prototype and the accuracy and precision of the feedback. For many purposes, low fidelity 
prototypes, such as paper and pencil mockups, are most appropriate. 

♦ Software design requires simultaneously learning from codified experience and deeply 
understanding the unique subtleties of each particular design problem. 

♦ The key to usability is creating a design in which the user correctly, continuously, and 
effortlessly maps the perceptual experience of the system to the user’s mental model and 
the user’s preferred way of working. 

Supplemental material enriches the discussion with additional points of view. Brown 
and Duguid [8] offer an analysis of the difficulties inherent in separating knowledge 
from people and the inherently social nature of information, ideas that are critical for 
effective information system design. CSTB [15] offers a variety of ideas and research 
directions that focus on making computing available to a broader group of users. 
Winograd [48] shows how classical design knowledge applies to software, and 
Waldrop [47] provides a history of the creative thinking that transformed computers 
from remote mainframes used by specialists to ubiquitous tools in “human-computer 
symbiosis” with their users, connected intimately to daily work. Finally, Snyder [43] 
provides a comprehensive look at paper prototyping and its many applications in early 
design. 

The project for this section requires students to construct at least two different 
prototypes for two focus areas of the user environment design that was the final 
product of a previous project. They then evaluate these alternatives, applying 
Norman’s principles [29] and explanatory concepts in a process based on cognitive 
walkthroughs. If we had sufficient time available from project clients, we would 
prefer to have the students evaluate these prototypes with interviews conducted in the 
users’ context. 
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3.4   Understanding and analyzing business, economic, and policy constraints 

In this section of the course students learn about the contextual forces that arise from 
the economic and business settings of software development projects. This section 
reviews elementary financial concepts and discusses the ways business considerations 
can dominate factors in software design decisions. It covers ways to predict the value 
– benefit net of cost – of a software system by analyzing early design representations. 
The course exploits an example of current interest, such as privacy or 
internationalization, as a setting for understanding legal and policy constraints.  

By treating software development as a value-creating activity, the course provides 
a framework to relate technical and contextual factors in software design decisions. 
On the one hand, students see how economic models such as utility theory can guide 
software design selection. On the other hand, they see how business, economic, and 
political requirements affect the kinds of solutions that will be acceptable. For 
example, international differences in privacy regulations should be anticipated at the 
point of database design, so that information that is regulated differently in different 
countries can be tagged or isolated. No textbook is available to cover all this material. 
We use Shapiro and Varian [35] to show students how economic concepts show up in 
the software market, but we must rely on a selection of papers for the rest of the 
material [19, 25, 27, 32, 33, 34, 39]. 

The material supports these principles: 
♦ The objective of software design and development should be value to the company or 

client, not merely functionality. This requires analyzing both lifetime costs and benefits 
♦ Analysis of value must take into consideration risk and time value of resources. 
♦ Early, careful evaluation of designs makes software development more efficient. 
♦ Many contextual requirements affect software design in fundamental ways; they should be 

addressed early in design. 
♦ Decision models used in economics and social science can be useful for software design. 
Supplemental material elaborates several aspects of this section. Shapiro and Varian 
[35] and Cusumano and Yoffie [18] show how market and competition shape 
strategic design questions. Two CSTB studies [16, 17] explore social and 
international issues in access to computing. Lessig [26] examines the tension between 
the original concept of the Internet as a commons for ideas and the use of the Internet 
as a commercial marketplace. 

The project for this section requires students to identify one design issue for which 
the designer must consider business or economic constraints in order to get a good 
outcome for the client. They must identify two feasible solutions or approaches and 
compare the values of these alternatives, as the client will see them, applying topics of 
this unit as appropriate.  

3.5   Adopting an engineering approach to software systems 

In this section of the course students compare software engineering to traditional 
engineering disciplines to gain perspective on engineering practice, especially the 
need to reconcile conflicting constraints with limited time, knowledge, and resources. 
They study the nature of software systems, including the difference between program 
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and product, issues of embedding, and the responsibilities of engineers. A discussion 
of the engineering approach to solving problems, both in software systems and in 
engineered systems more generally, complements this view.  

By reading Brooks [9], students are reminded of recurring characteristics of 
software engineering projects such as manpower, scheduling, and second system 
effect. They also see how other engineering disciplines draw on codified knowledge 
whenever possible. 

The core principles we develop in this unit are already well recognized in other 
engineering disciplines. For example, design for scalability, situated design reuse, 
evaluation of designs in adapted contexts, attribute dependency and codifying design 
knowledge are common engineering techniques. The key principles we study are: 
♦ Engineering entails making decisions with limited time, knowledge, and resources. 

However, problems often recur. Recognizing the recurring patterns and extracting 
knowledge from a codified knowledge base are typical of an engineering approach. 

♦ Using a codified engineering base effectively is only possible when engineers understand 
the implications of changing scale and problem context on designs.  

♦ Collection of relevant science and empirical results occur over time and experience. The 
use of these resources help engineers craft solutions to routine problems. Software 
engineering is now mature enough to start accumulating such resources. Recognizing the 
repeating routine problems in software engineering and driving the core knowledge from 
them is essential for the establishment of the software as an engineering discipline. 

♦ Engineers must evaluate the complexity of their designs when they are put to use. They 
must recognize the dependencies between different components of their designs and 
evaluate their outcomes for human aspects. 

 We rely on supplemental material to provide concrete examples of engineering 
principles. We begin with material from computer science. Hoffman and Weiss [20] 
review Parnas’ fundamental contributions to software engineering through topics as 
relational and tabular documentation, information hiding as the basis for modular 
program construction, abstract interfaces that provide services without revealing 
implementation, and program families for the efficient development of multiple 
software versions. Simon [41] explores design as a science; in particular he helps 
establish how software does admit to the same sorts of science as the natural world. 

We complement this with reflections on older engineering disciplines, including 
aspects from civil, architectural, chemical, aeronautical, and mechanical engineering. 
Petroski [31] offers case studies showing the importance of understanding the context 
a design will operate in. He emphasizes the criticality of recognizing why and how 
errors occur in advancing the engineering methods for creating innovative solutions to 
problems. Vincenti [45] explains how engineering knowledge accumulates and 
describes how engineers use this knowledge in problem solving. Akin [1] shows how 
the architectural design process can be formalized and codified; he shows how expert 
civil architects go about solving their problems. Perrow [30] helps expose the social 
aspects of engineering design, especially in dealing with high-risk technologies. He 
presents complexity, especially tight coupling of subsystems, as a source of 
unpredictable cascading failures.  

Students are expected to recognize the fundamental engineering principle 
discussed in the material and apply it to software engineering with examples either 
from their projects, past experience, or other units of the course. 
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4   Pedagogical principles  

The course we describe is a core course in a professional masters program. Many 
topics compete for attention in the curriculum, and many activities compete for 
faculty and student time. The Carnegie Mellon software engineering faculty regards 
education as an investment from which students should reap benefits for decades. 
These pedagogical principles guide our curriculum and course implementations [38]. 

University education must provide knowledge of enduring value together with 
immediate competency. Universities walk a careful line between education in 
enduring principles and training in vocational skills. The Carnegie Mellon faculty 
believe both that a graduate should have certain competencies and that the investment 
in education should continue to pay off over a long period of time, and accordingly 
we ask our courses to serve both ends. There is ample evidence that the two are 
compatible, because students typically learn the principles best by working out 
examples that apply those principles.  

In engineering, tools and skills cannot replace judgment. Engineering requires 
finding cost-effective solutions from among many and diverse alternatives. Methods, 
tools, processes, skills, heuristics, and other tools and techniques can help to organize 
the solution search to concentrate on good candidate solutions. These engineering 
tools and techniques remind you to consider possibilities that you might otherwise 
ignore. They can help a good (or even adequate) engineer find better solutions more 
effectively. They are not – and cannot be – a substitute for actually understanding the 
problem and making sound judgments about solutions. An intrinsic characteristic of 
engineering is the requirement to strike appropriate balances among conflicting goals. 
So pursuing one tool or technique to the exclusion of all others is only very rarely, if 
ever, appropriate. Above all, we should teach our students engineering judgment and 
the commitment to use it; all the specifics support this end. In particular, as students 
in our class apply their newly-acquired knowledge to the studio projects, faculty and 
other students facilitate reflection by providing constructive critique of their efforts. 

The Carnegie Plan provides excellent guidance about engineering education. Each 
student should learn not only specific content, but also the principles and mindset of 
the profession, the ability to learn new material independently, and the perspective 
and judgment to be a responsible adult. In particular, graduates should be able to 
assume responsibility for their own continued professional development. Therefore, 
they should learn not only today's methods and technologies, but also the underlying 
principles and critical abilities that will allow them to select and master new methods 
and technologies as they emerge. This idea is captured in the Carnegie Plan, which 
Carnegie Mellon established half a century ago as part of a major restructuring of 
engineering education, both at Carnegie Mellon and throughout North America (see 
Appendix). Carnegie Plan carries institutional memory for our university. It is also an 
enduring statement that provides guidance for blending theoretical understanding and 
practically focused experience into durable skills and the ability to learn new material.  

Hands-on, attentive time on task is critical to learning. Simon showed us that the 
strongest correlation between demonstrable learning and any of the student and 
instructor activities is with the student's engaged, attentive time practicing with 
whatever was being learned/taught: “Learning has to occur in the students. You can 
do anything you like in the classroom or elsewhere – you can stand on your head – 
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and it doesn’t make a whit of difference unless it causes a change in behavior of your 
students” [42]. He also told us that experts have indexed memory of 50,000 to 
100,000 chunks in the area of expertise, taking 10 years to acquire this expertise. So a 
reasonable aspiration for a university course is to get a good start on the 50-100,000 
chunks by providing the student with a conceptual roadmap, lots of hands-on practice 
in various parts of the domain, and the ability to fill in more of the chunks. 

Curriculum design is at heart a resource allocation problem. The scarce resource 
is student attention, measured however imperfectly by courses, hours spent, pages of 
reading, numbers of projects. To provide the greatest value, we must require each 
course to contribute to both enduring value and immediate competency. This favors 
content backed by good theory, because good theories compress lots of content into 
tidy packages; however, this leverage should not be allowed to drive out important 
(but partially codified) content in favor of pure theory. On the other hand, extensive 
exercises in a process that is likely to be obsolete in a couple of years can (usually) 
only be justified to the extent that they support long-term knowledge. It is easy to 
identify "important" content that more than fills the space in the program -- whether 
space is measured as class time, student attention, hours of work, or something else. It 
is much harder to set the priorities that lead to a curriculum that strikes the right 
balance of coverage and depth. 

Sampling is sufficient; it is not necessary to cover everything. For students of the 
high quality that we admit, thorough mastery of a few exemplars coupled with 
principled overviews should provide a sufficient basis for learning other related 
material. We must take care, though, to provide sufficient coverage. This is a 
reasonable choice because curriculum space is a scarce resource and, per the Carnegie 
Plan, our students can assume responsibility for their own professional development. 

Admissions should be selective, and we should make every effort to help admitted 
students succeed. The overall quality of students in a class affects the level at which 
the class functions, especially in interactive settings. When, as in many of our 
activities, students work in teams, the quality of each student’s experience depends on 
the quality of the other students. Further, failure of some students affects the whole 
community of students. It follows that we should attempt to admit students with a 
good chance of success and commit to making them successful. 

The educational setting should enable students to learn effectively Learning 
depends chiefly on the active engagement of students, who make a substantial 
investment of time and resources. We should provide opportunities and resources that 
allow students to do this effectively. While providing sufficient resources, we should 
at the same time provide a realistic development setting 

5   Course organization: Engaging students actively 

Our “Methods: Deciding What to Design” course is a core course in the MSE 
program at Carnegie Mellon. This is a terminal degree program for students with 
several years of software development experience; its objective is to enable its 
graduates to practice software engineering at a very high level of proficiency and to 
serve as technical leaders and agents of change in their companies. In implementing 
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this course, we considered the type of students who enter our professional masters 
programs and the principles of Section 4. We also considered other courses in our 
curriculum and ways the full suite of courses plus the Studio complement each other. 

This course emphasizes mastering the material for use in practice. It won’t serve 
the MSE program or the broader pedagogical principles if it is taught as a set of facts 
and skills. It can only work if it engages students in thinking hard about real – not 
textbook – problems. To that end, we teach the course by engaging students with real 
problems in as close to a real-world setting as we can arrange.  

In terms of the Bloom taxonomy3, we are principally interested in mastery at the 
higher (analysis, synthesis, and evaluation) levels. It follows that the objectives for 
our courses include a combination of “understands" verbs and "can-do" verbs. 
Further, the "doing" parts of the course must support the "understanding" parts. We 
probably all agree that courses in which students can hack their way to apparent 
success aren't serving their ends. It also follows that reflection and interpretation are 
more important than extensive routine drilling, comprehension more important than 
highly technology-specific skills. 

The course takes advantage of a key feature of the MSE program – the MSE 
Studio. The entire program emphasizes application of course material in a practical 
hands-on experience, and the MSE Studio is built around projects for real, paying 
clients who expect actual deliverables. These year-long Studio projects provide 
students with a real software development setting where they must overcome 
technical challenges, understand new problem domains, manage team dynamics and 
client interactions, formulate problems, and – in the end – deliver software products to 
their clients. The course described here relies on the MSE Studio for real (not simply 
realistic) examples, and observations about how they apply course material to the 
Studio provides valuable course feedback. The use of real projects allows students to 
develop immediate competency to critique and apply the techniques they have learned 
rather than only acquiring textbook knowledge. Section 7 discusses ways to teach a 
course such as this in the absence of a Studio. 

5.1   Homework  

We emphasize applying and interpreting the readings, not simply doing small-scale 
exercises. Homework assignments for each of the readings help students focus on the 
aspects of the reading that are important to the course. Moreover, students do the 
homework based on the reading material and the class is used for discussion and 
interpretation, in contrast to the traditional format of presenting material in class as a 
basis for the homework assignment. Some of the homework questions ask students to 
answer questions on the day's reading; others ask them to apply class material to a 

                                                            
33 The attributes of the Bloom taxonomy [7] are: 
• Knowledge: remembering previously learned material.  
• Comprehension–: understanding the meaning of material.. 
• Application: using learned material in new and concrete situations.  
• Analysis: breaking down material into component parts to understand its structure. 
• Synthesis: putting parts together to form new wholes. 
• Evaluation: judging the value of material. 
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problem or to their Studio project. The recurring objective verbs in our assignments 
are “understanding”, “applying”, “assessing”, “discriminating”, and “identifying”. By 
clearly explaining the objectives of the assignments, we both focus the students’ 
efforts in answering the assignments and remind them of the enduring values to take 
away from the course [40]. We use sampling as a technique to balance coverage with 
providing enough hands-on experience for understanding the topics. By limiting their 
answers to a page or two in length, we try to help them focus on the most important 
aspects of the topics. Students find this more challenging, but we see them engaging 
the material at higher levels of the Bloom taxonomy, especially in class discussions. 
When an assignment asks for answers based on the Studio project, students work with 
their project groups on that assignment. However, they must answer the daily 
homework assignments individually to show their own understanding of both the 
project and the class material. The homework assignments provide individual hands-
on attentive time on tasks for students. It also provides the team with multiple points 
of view of the same approach, allowing them to evaluate alternatives against each 
other when they need to apply the same technique to their project as a team. 

5.2   Real-life projects 

In each unit of the course, the project groups apply ideas of the unit to their MSE 
Studio projects and report the result to the class. Reporting to the class includes 
making a short 8-minute presentation of the main points, leading class discussion, and 
providing a 2-3-page summary of the major ideas. Students start working with the 
clients for their Studio projects the first week of the class. The projects help the 
students develop preliminary results with their clients; they can subsequently build on 
these results as part of the Studio. This allows the students to rapidly evaluate the 
effectiveness of the methods they learn in class for their project. We expect them to 
reflect on their experience, which also provides them an opportunity to recognize the 
core competencies set out in Section 2. 

Each unit runs between two and three weeks. Through project assignments we 
address curriculum resource allocation and sampling, in addition to providing further 
opportunities for hands-on practice. Students get an opportunity to immediately apply 
what they learned to a selected part of their project. This first experience does not 
make students experts in the area of the assignment, but this exposure provides a basic 
understanding they can build on later, in accordance with the Carnegie Plan.  

5.3   Communication skills 

The MSE program places a strong emphasis on communication skills. In designing 
the Methods course to include significant numbers of student presentations in class, 
we are both relying on the communication skills the students have already developed 
and providing more opportunities to exercise and further develop their skills. Each 
student presentation uses almost 1% of the class time in the course, and we depend on 
each student to contribute comparable value through his or her presentations. Since 
the purpose of each presentation is to explain to the class what the main idea of the 
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topic is and how that idea should affect software design, we expect clear presentations 
that make the connection between the background material and the class projects. 
These criteria remind students not only to master the material presented in class, but 
also bring in their own experience and critical insight to the class.  

5.4   Independent interpretation 

Most of the supplemental materials are books. We incorporate them in the course by 
assigning each book to a project group. The group is responsible for reading the book 
and reporting on how ideas from the book are related to the course. The reports on the 
books do not attempt to cover the entire book, but rather to identify and explain the 
most important points relevant to the course and software engineering in general. 
Similar to the projects, each report consists of an 8-minute presentation followed by 
discussion and a short written report from the group, 2-3 pages in length.  

These independent interpretations provide another opportunity to combine the 
pedagogical principles of sampling and curriculum resource allocation. The 
supplemental readings and reports not only enrich the units, they also provide further 
sampling of techniques to which students can return when applicable. This activity 
also highlights the value of engineering judgment because we emphasize critical 
evaluation of the key take away of the books and application of the ideas to their 
Studio projects rather than a summary of the topic. 

To help students prepare for the presentation and to focus the report, we ask them 
to provide a short abstract (approximately 50-75 words) of the viewpoint in advance. 
The purpose of the statement is not simply to identify the topic the author writes about 
-- it requires the students to identify what the author "says" about the topic. For 
example the statement should not be of the form "the authors talk about the business 
of software...” but "the authors refute arguments that we need new economic models 
for software by arguing that the old models work, just with radically different 
parameters. They support this with discussions of adoption curves, lockin, .... For our 
studio project this implies, for example, ..." We describe this as a statement that will 
help people remember what the book might offer them, so that they'll remember 
enough to find the book when they discover sometime later that they need it.  

We expect critical analysis and independent interpretation of the selected books. 
Sometimes students have to try several times before they are able to explain how the 
reading applies to the course instead of just giving a book report. In the process they 
develop their engineering judgment skills as they have to think about how to report 
their conclusions to the rest of the class most effectively.  

This exercise helps students learn to recognize outside material relevant to the 
course. It not only introduces them with a broader set of concepts, but it also gives 
them experience with evaluating techniques on their own. In addition, it allows them 
to recognize how to use different techniques together for the principles introduced in 
the course. For example for their projects students have in the past opted to use paper 
prototyping [43] in conjunction with either use case modeling [2] or scenario-based 
design [44] and evaluated their results through Norman’s design principles [29]. The 
students are able to arrive at such rich combinations that cross over multiple units as a 
result of the variety of activities they engage in during the course.  
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5.5   Critical evaluation 

We expect students not only to learn the material they study, but also to apply it 
spontaneously to practical problems. In this way we require the students to evaluate 
which techniques work well, which techniques may work with improvement, and 
which techniques may not be suitable for the task at hand. Reflective practice is 
entirely consistent with the Carnegie Plan's combination of education grounded in 
enduring principles, skills in applying these principles and continual improvement, 
and experience grounded in the real world.  

The opportunities we provide for students to develop critical evaluation skills 
extend to all the activities of the class. Our evaluation criteria emphasize that we 
value insights combined with a student’s experience over only reporting back what 
the lectures or readings already covered. In project reports we expect teams to 
evaluate how they have applied the methods to the specific project domain they are 
working in. We conduct the class meetings by providing ample opportunities for 
students to not only ask questions, but also contribute with their experience obtained 
either from other classes or from industry experience (simply repeating material from 
the reading without adding insight does not count as valuable discussion).  

6   Experience and evaluation 

Our evaluation of this course is based on our own reflection, on the progress we and 
other faculty observe in the Studio projects after the students finish the course, and on 
the feedback we receive from the students (both while they are still in the program 
and after they graduate). 

6.1   Our evaluation 

We have offered this course in lecture format four times. The third time we 
concurrently prepared the course for distance delivery, and the second distance 
offering is underway as this paper is under preparation [10]. After each offering we 
have reflected on student performance and participation and revised the course 
accordingly. Our own reaction is that the course addresses the concerns we had when 
we designed the course. This provides an element of face validity. 

The faculty mentors of the MSE Studio report that since we have started 
connecting class assignments directly to the Studio projects, the students’ 
performance in applying course material to the Studio has substantially increased. 
Changing the order to present problem frames first has enhanced this effect.  

When real projects are introduced to the curriculum, the closed-shop software 
development model no longer holds even in the educational environment. The 
concerns we identified in Section 1.1 are challenges that software engineers need to 
learn to deal with in school as well. Our students have to live through the challenges 
of evolving system requirements as the clients understand both the technologies and 
the opportunities available to them. The contextual design, use case modeling, making 
the result useful, and problem frame analysis methods we introduce in the course 
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provide opportunities to help the teams to help their clients understand their needs. 
This year all three projects that are assigned to our on-campus teams have 
requirements where the end product needs to be adapted or tailored even after it is 
delivered. Open source development and globally distributed teams is no longer a 
myth, but a reality. The business and economic considerations and problem frames 
analysis topic assist in surfacing challenges, consideration the teams must pay 
attention to.  

6.2   Responses from MSE program 

The responses from the MSE program focus on improvements in how students get 
engaged with solving the problems for their Studio projects early on using the 
techniques introduced in the Methods course. Several teams opt to continue using the 
methods that they are only introduced to in the course in their Studio projects. The 
teams continue using these methods as a driver for their software development efforts 
in a longer term and larger context. They report that the techniques help them bridge 
the gaps between the client, the team and the technical challenges.  
♦ A team of four students from the 2003-2004 academic year with members ranging from 2 

to 10 years of experience, report that using paper prototyping, a technique they learned 
from independent interpretation of supplemental material, helped them scope a problem 
context that would otherwise have been hard to manage. This allowed them develop a 
technically competent solution in a short amount of time. Their success led other teams to 
try out the technique in subsequent years.  

♦ All the teams each year employ advanced use case modeling as a problem understanding 
and requirement specification technique. The distance education students, who tend to have 
more industry experience than the on campus students, report advanced use case modeling 
as a strong technique to employ directly in industry, especially when coupled with 
contextual design – provided that economic resources are available.  

♦ Two out of the three on-campus teams of 2004-2005 used problem frame analysis 
successfully to understand and refine the scope of their problem. Teams used this technique 
internally rather than sharing it with their clients, so they report their application as 
“informal”. In the semester following this course, one team that was been struggling with 
representing the intrinsic details of their system with use case modeling revisited their 
problem frame analysis. They used problem frames together with use cases to identify 
different subsystems and discover which subsystems acting on other subsystems. They 
report that using problem frames to identify subproblems and their relations with each other 
helped them understand why their use cases were being criticized as trivial. 

♦ One on-campus team of 2004-2005, after studying industrialization and versioning as part 
of the business and economic considerations unit, decided to address this and to their 
surprise discovered that this was one of their client’s concerns, though it was not mentioned 
in client discussions before the students brought it up. 

♦ One 2005-2006 team used cost/benefit analysis comparing an open source tool to a $60,000 
commercial one They showed better long term return with the commercial tool. The 
customer bought the commercial tool because of this analysis. Discussions with the team 
members revealed that they were resigned to using the far less capable open source one, 
until they did the analysis as part of their class work. 
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6.3   Student responses 

Students with little industrial experience find it challenging to be asked to apply the 
material to an actual project, with all the ambiguity and hidden constraints that are 
typical of real projects. As they get more experience with the material, either by 
applying it to the Studio project or applying it on the job after they graduate, they find 
it very valuable. Students in the distance offerings also report that the course is both 
challenging and worthwhile. Distance students are usually working at the time they 
are taking the course, and they often report applying the material in their current 
projects. The feedback we get from students relate to several areas of the course 
organization.  
Collaborating with other professionals. The revelation that a professional has to be 
able to collaborate with people with complementary skills comes as a surprise to 
students with little industry experience.  
♦ Two students from Fall 2004 report that dealing with a team member who was more 

experienced than themselves in the problem domain was challenging. This even influenced 
how they perceived the applicability of the methods introduced; however, it also gave them 
an understanding of how they should have relied on using the methods in dealing with the 
experience gap. 

Critical thinking. The course format comes as the biggest surprise to some students. 
Going from memorize-and-recite-back courses to critical application of content, 
learning to make public presentations, and learning to contribute to discussions is 
challenging at first. However, students start realizing the benefits as they are 
encouraged to conduct these activities regularly. We expect not only substantive 
results, but also communication and organization skills. We provide immediate 
feedback so that students can work on their weak skills before they have to deal with 
similar tasks again. Admittedly, this course is fast paced and does at points stretch the 
students if they come with insufficient background. On the other hand, students start 
seeing the benefits as early as a few weeks into the course. The benefits of frequent 
individual homework assignments with specific hands-on tasks -- at times frustrating 
due to time constraints -- are appreciated. 
♦ One student from Fall 2004 reports, “In my undergrad, we had only final semester exams 

and we were graded based on that exams' performance. We would never get our answers 
back and hence never understood what mistakes we committed! The way it is done here is 
very beneficial and I really appreciate the way you put comments on each and every one's 
answers. This has been a new experience for me, and I am benefiting a lot.”  

♦ One student from Spring 2003 reports “Honestly, after my first presentation, at first I did 
not even understand why I did not do so well. Your feedback on my presentation was really 
valuable for me, not only for grade improvement, but also for my communication skills.”  

Formal exposure to known techniques. Students with longer industry experience are 
encouraged by seeing what they had to deal with in industry presented in a structured 
manner, and they also appreciate new techniques for dealing with familiar problems. 
♦ A student from Fall 2004 with 5 years of experience reports that although he had to design 

and prototype many software products he never was introduced to approaching them with 
principles covered for making the result useful unit. He emphasizes that this exposure 
helped him evaluate how it can be done more effectively. 

♦ A student from Fall 2003 with 10 years of software architecture development experience 
reports that he was very happy to have been introduced to Brook’s [9] principles after he 
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graduated because there have been several incidents where he had to be reminded of the 
relationship between adding complexity and scheduling. 

♦ A student from Spring 2005 offering who is taking the distance education version of the 
course reports he will take back contextual design to the rest of his company to use as a part 
of their software development process because it will help them identify product visions 
that are more in line with user needs. He also adds that they will first need to look very 
carefully into cost-benefit analysis of resource allocation. 

♦ A student from the Spring 2006 distance offering reported, “Despite all of the moaning 
about problem frames, I think I ‘like’ it most of the three approaches so far. (Does this 
make me ill in the head?) It is more applicable to my work than Use Cases and Contextual 
Design. At [my company], I work with embedded systems that by nature interact with other 
systems. There is no human actor, no user centric context. While use cases can have system 
actors, that isn't really strong suit. Contextual design is almost entirely focused on the user 
environment which doesn't exist in my systems. So consider this a vote in favor of problem 
frames. My only gripes really are that I believe it can be boiled down to a science and 
Jackson is almost there. He has 90% of the concepts down at 70% clarity.” 

♦ The distance education students of Spring 2005 and 2006 offering also had to deal with 
challenges of not being collocated. These students were current industry professionals who 
were attending the program while they continue to work. They embraced the challenges of 
the distance environment as a learning opportunity and report that this allowed them to 
evaluate how they can apply the techniques in an outsourced and distributed environment. 
The distance education students readily embraced problem frames, which students with less 
practical experience find one of the most challenging techniques. They report this technique 
could be very useful to bridge communication gaps when parts of a project are outsourced.  

♦ Many students with extensive experience come into the course having applied, or at least 
having heard of use case modeling. A student from Spring 2005 distance education offering 
reports going through the process in a different way than the one employed in his company 
allowed him to improve his use of the technique.  

7   Adapting the course for other settings 

This course is organized around the particular educational setting at Carnegie Mellon. 
In this section, we discuss our assumptions about the setting and about ways to adapt 
the course when these assumptions do not hold. 

7.1   Selection of topics 

One major practical advantage of the sampling principle is that the contents of various 
sections of the course can be varied substantially while achieving the same 
educational objectives. There may often be good reason to choose example techniques 
to illustrate the important principles other than those mentioned here. Techniques may 
be changed because of their immediate applicability to a project or because a change 
complements the content of other courses. 

We have taught this course four times as a lecture course and twice as a distance 
course. We have varied the specific techniques several times. For example, in the 
Eliciting Technical Needs section, we have taught task analysis rather than contextual 
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design; in the Business, Economics, and Policy section, we have covered privacy and 
security in place of internationalization, and we have sometimes covered QFD [3]; in 
the Making the Results Actually Useful section, we have covered cognitive 
walkthroughs rather than paper prototyping. This kind of flexibility has allowed us to 
experiment with new content that we think will build immediate competency and to 
take advantage of available expertise in our environment. 

7.2   Student presentations 

Our time budget for class meetings is heavily influenced by the need to schedule two 
presentations by each student. Typically, each student will make formal presentations 
of one independent interpretation and one project report during the semester. As a 
team member, each student will work on about five written project reports and five 
written independent interpretation reports. As mentioned above, we consider the 
presentation part of the course as a key skill-building element as well as a way of 
bringing diverse content into the class discussions. 

This approach does not scale well, of course. We typically have 25 or so students 
in the class, and adding significantly to this number would require cutting back on 
student presentations in order to allow sufficient time for other course content. One 
solution would be to have recitation sections for student presentations and discussion. 
Large classes could be divided into a sufficient number of recitation sections to 
introduce concurrency into the student presentation component. This depends, of 
course, on the availability of sufficient faculty and teaching assistant resources.  

Similarly, very small classes with students fewer than 12-15 students would pose 
challenges as well. Small classes could lose from the content, especially with 
reduction of the independent interpretations from students. 

A more challenging situation is presented by a distance education version of the 
course. Several approaches are possible here, given the availability of appropriate 
technology. In situations where students meet regularly with a distance education 
instructor, presentations can proceed more or less as usual. If there are no, or very 
few, face-to-face meetings, presentations could be done using some form of 
conferencing technology. To the extent that students have reasonable equipment 
available, this could be an effective option. The most critical pieces are good audio 
quality and a way of sharing presentation slides. For the Spring 2005 and 2006 
distance education offerings of the course we used a web-based collaboration 
technology which allowed us to speak using voice over IP and share presentations via 
desktop sharing. With a class size of 10-13 this technology worked smoothly; 
however, for larger classes it would pose challenges in providing students enough 
opportunities to participate and present in this kind of an environment. Another option 
would be to digitally record a student’s presentation using some local resource, and 
providing the audio, slides, and perhaps video to other students online. Discussion 
could proceed by means of a discussion board (if students observe at different times) 
or chat session (if students observe simultaneously) in which the students (including 
the presenter) and instructor participate. 
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7.3   Student prior experience 

Our students typically have a year or more of industry experience, and we have found 
that this experience is critical for success in the course. Less experienced students 
often struggle because they don’t have the same level of intuitive understanding of the 
problems of large projects with real customers. This need for experience has been 
reinforced in observing the distance offerings of the course. The distance students 
have, by comparison, an average of over 5 years experience and did not have any of 
the problems associated with some of the minimally experienced students on campus. 
Additionally the discussions, albeit asynchronous through a discussion board tended 
to be more robust and insightful. While part of this is undoubtedly due to 
asynchronous discussions providing more time to ponder questions and formulate 
responses, the impact of higher levels of experience can’t be overlooked. 

For classes where students have not had such experience, we strongly recommend 
that this course not be the first course in which students encounter a team-based 
project. For such students it would be very helpful for this course to follow one or 
more courses that include a team-oriented project with a real customer, using 
versioning and change management tools. Otherwise, students are likely to thrash, 
struggling to learn too many things at once. 

7.4   Availability of a studio project  

We depend heavily on a substantial, year-long project with a real client. Such projects 
are richer and deeper than textbook projects, and the students have realistic 
interactions with clients, with all of the ambiguity, frustration, and need for diplomacy 
that such encounters require. Unfortunately, not all contexts in which this course 
might be taught will have access to such a project.  

We have developed one alternative for our distance education version of the 
course. During the semester when the class sessions were recorded, we planned 
carefully to capture as much as possible of the contextual material for one of the 
studio projects. We have materials such as a videotaped initial presentation by the 
client of what they want, and both documentation and code from the client from the 
application of which the project will become a part. The goal is to provide enough 
material for the distance education instructor to act as a realistic surrogate client, 
answering questions and posing convincingly as an interviewee for contextual design.  

One company that uses our distance offerings would like to use its own in-house 
project as a basis for student assignments. This would be a natural fit for this course, 
which would provide a different set of techniques from the company’s usual process. 
We would need to be careful to avoid conflicts of interest between the course and the 
project goals, and we, by policy, do not offer course credit for work done on the job. 

Another scenario for handling the lack of a real project is to create a mock-up 
project with sufficient problem complexity. This project can serve as a resource for 
typical issues that the students would encounter in a real project. The challenge of this 
approach is being able to introduce multiple real world constraints to the problem 
such as conflicting requirements, possible scenarios of integration with existing 
products, business and economic consideration, and non-trivial design issues. In 
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addition, this approach requires the creation of substantial supplemental material that 
will be instrumental in introducing the project to the students. In this scenario the 
instructor needs to serve as the client as well, creating realistic challenges that may 
not necessarily happen in a course setting, but could occur in a real project. Carnegie 
Mellon West uses this approach in their Management of Software Systems 
Development program, where they have crafted a project in which they conduct the 
activities of the program as a series of mock-up client-employee interactions [12]. 

An alternative that would require a significant investment, but promises very broad 
and substantial benefits, would be to create a national resource in the form of one or 
more sample full records of software development projects. In addition to all versions 
of the code, maintained in a version control system, the resource should include a 
complete change history, records of design discussions, and inputs from customers 
and users. Although this idea has been discussed several times in the past, it has 
always stumbled on the question of acquiring a code base that can be made public. 
With the advent of open source, this problem has largely disappeared. Open source 
projects could provide the foundation for the resource we have in mind. 

In order to create the sort of sample project records we have in mind, an open 
source project should be augmented with materials such as requirements and design 
documentation, contextual interviews with users, competitive analyses with other 
products, and training materials that instructors and teaching assistants can use to 
become convincing surrogate customers and users. The full project record could 
become the baseline in a version control system; each course could create its own 
code branch, allowing students to implement changes without burdening the open 
source project and without forcing students to cope with a code base that is changing 
underneath them (unless this serves an educational objective for a particular course). 

In addition to serving as a resource for this particular class, such a resource would 
serve a variety of educational and research objectives. Researchers could, for 
example, directly compare the ability of various formal approaches such as model 
checking to detect significant bugs. Various ways of approaching important tasks 
such as refactoring could be directly compared. Visualization techniques could be 
tried out to see what they reveal about the code base that is relevant for various tasks. 
More generally, it would provide a very realistic example for many educational 
purposes, since our students are much more likely to spend their professional careers 
dealing with existing code bases rather than green field development. 

8   Conclusion 

The core problems of software engineering have evolved dramatically over the last 
decade or so, and we need to respond to these changes in order to equip our students 
with the skills and knowledge they need to excel in this new environment. The 
particular challenge for educators is that the need for the skills we taught ten or 
twenty years ago has not gone away. Students who find themselves working on 
embedded software, for example, still need to understand how to optimize for space 
and/or time, how to efficiently use machine-level instruction sets, memory overlays, 
and all the other skills that were important in the early days of computing. All our 
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students still need to understand how to structure programs, how to handle 
exceptional conditions and errors, and how to organize the code so that anticipated 
changes can be localized. The need for basic skills in the design and construction of 
software, knowledge of how to make appropriate uses of abstraction and formality, 
have not gone away – in fact, as systems get larger, more critical, and more complex, 
the skills we have taught for the last 10 or 20 years are increasingly important. 

Nevertheless, we believe that the technical, social, and business context of current 
developments provide additional challenges for which our traditional courses do not 
adequately prepare our students. Further, we believe that these additional challenges 
are sufficiently important to justify space in the curriculum. The course we describe in 
this paper represents our attempt to respond to the contemporary environment in a 
way that reinforces principles that underlie traditional teachings, and prepares our 
students to continue to learn, while providing skills they can apply immediately. The 
challenge to us as educators is to solve the curriculum design problem in a way that 
allocates the students’ scarce attention to tasks that serve multiple goals at once. In an 
environment that imposes new challenges without relinquishing the old, that 
represents our only real hope of keeping up. 
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Appendix. The Carnegie Plan for engineering education 

A Carnegie Mellon education aims to prepare students for life and leadership. In a 
continually changing world, the most important qualities we can help our students 
develop are the ability to think independently and critically, the ability to learn, and 
the ability to change and grow. As future leaders they must have courage to act, be 
sensitive to the needs and feelings of others, understand and value diversity, and 
honor the responsibilities that come with specialized knowledge and power. 

Carnegie Mellon's educational programs are designed to help students acquire: 
♦ Depth of knowledge in their chosen areas of specialization and genuine intellectual breadth 

in other fields. 
♦ Creativity and intellectual playfulness, moving beyond established knowledge and practice 

to create imaginative ideas and artifacts. 
♦ Skilled thoughtfulness and critical judgment, which allow them to evaluate new ideas; 

identify and solve or explore problems; and appreciate a variety of different forms of 
analysis and thought. 

♦ Skills of independent learning, which enable them to grow in wisdom and keep abreast of 
changing knowledge and problems in their profession and the world.  

♦ A considered set of values, including commitment to personal excellence and intellectual 
adventure, a concern for the freedoms and dignity of others, and sensitivity to the special 
professional and social responsibilities that come with advanced learning and positions of 
leadership. 

♦ The self-confidence and resourcefulness necessary to take action and get things done. 
♦ The ability to communicate with others on topics both within and outside their chosen field 

of specialization. 
Most instruction at Carnegie Mellon is focused on fundamentals useful in later 
learning, rather than on particulars of knowledge and techniques, which may soon 
become obsolete. Advanced courses provide students with the opportunity to refine 
their skills by applying and exercising the fundamentals they have acquired in earlier 
courses and by exploring new analytical and creative directions. We are committed to 
bring together the traditions of liberal and professional education. In a world which 
has sometimes placed too little emphasis on "skill," we take pride in educating 
students who display excellence in application, students who can do useful things 
with their learning.  

Values, including a sensitivity to the feelings, needs, and rights of others, are 
learned in part through example. To this end, the faculty and staff of Carnegie Mellon 
work to provide a supportive and caring environment that values and respects 
intellectual, philosophical, personal, and cultural diversity. The faculty strive to 
identify and discuss with their students, both in formal classroom settings and in a 
variety of informal contexts, their responsibilities as professionals, citizens and 
human beings, and to teach through example. 

The educational programs at Carnegie Mellon are designed to help our students 
become accomplished professionals who are broadly educated, independent, and 
humane leaders. 


