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ABSTRACT 

In this paper, we develop a technique to measure how congruent the actual organizational communication 

channels are relative to the coordination requirement imposed by the dependencies among tasks. We examine the 

role of congruence in the context of a closed source project of a large distributed system. Our results show that 

congruence helped reduce resolution time of software modification requests. We also explore the evolution of 

congruence across several releases of the product. As task dependencies changed over time, we found that 

developers, in particular the most productive ones, change their patterns of usage of communication technologies 

such as Internet Relay Chat (IRC) and task-tracking systems. Finally, we discuss the practical implications of our 

technique for the design of collaborative and awareness tools.   

1. INTRODUCTION 

Coordination arises as a response to interdependent activities. The literature on organizational theory has 

proposed several stylized coordination mechanisms. For instance, Thompson (1967) argued standardization, plan 

and mutual adjustment are appropriate coordination mechanisms when dependencies follow pooled, sequential or 

reciprocal patterns, respectively. Crowston (1991) extended that work and developed a taxonomy of dependency 

types and coordination mechanisms appropriate for each type. These high-level conceptualizations have been 

particularly useful in organizational design. However, several types of work, in particular knowledge-intensive 

activities, are full of fine-grain dependencies that might change on a daily or hourly basis. Designing tools that 

support rapidly shifting coordination needs require a more specific level of analysis than what the traditional 

views of coordination provide. 

In this paper, we develop a technique to measure the fit between the task dependencies and the communication 

activities performed by individuals. We refer to such measure as congruence. Using data from a software 

development project, our analysis found that congruence helps reduce the amount of time required to perform 

tasks. In addition, the results show that over time individuals learn to use tools in ways that are more congruent 

with the work they perform. Moreover, the most productive workers reach higher levels of congruence than the 

less productive ones. These results suggest that congruence can provide a basis for understanding the nature of 

collaborations that should be supported given a particular set of task dependencies. In addition, congruence could 

be computed automatically, given a person's activities, to determine the set of people he or she should be aware of 

or communicate with.  Then, collaboration technologies could use that data in a variety of ways to understand 

what needs to be brought into the user experience. 

2. COORDINATION REQUIREMENTS AND CONGRUENCE 

In the organizational theory literature, the concept of congruence, or “fit”, is a well developed idea and it typically 

refers to the match between a particular organizational design and the organization’s ability to carry out a task 
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(Burton & Obel, 1998). The definition or selection of an organizational structure is influenced, among several 

factors, by the interdependencies among tasks and, consequently, by the coordination requirements. March and 

Simon (1958) argued that coordination encompasses more than just a traditional division of labor and assignment 

approach. They proposed numerous mechanisms such the division of the task in nearly independent parts or 

schedules and feedback mechanisms when interdependence is unavoidable. Thompson (1967) extended March 

and Simon’s work by matching three mechanisms, standardization, plan and mutual adjustment, to stylized 

categorizations of dependencies such as pooled, sequential and reciprocal. Mintzberg (1979) took an 

organizational-level perspective and argued that specific coordination mechanisms are properties of particular 

kinds of organizations and environments. Finally, Crowston (1991) developed a typology of coordination 

problems to catalog coordination mechanisms that address specific types of interdependencies.  

All those perspectives present high level and stylized categorizations of dependencies which are a powerful 

instrument in research endeavors. However, the various coordination mechanisms, and for that matter the 

classifications of dependencies, do not address the compound and dynamic nature of several types of tasks such as 

the design and development of complex physical and software systems. The collaborative tools of the future need 

to go step further and assess the characteristics of the task and assist the users in identifying and dealing with 

dependencies unknown a priori or that emerged as a consequence of the evolving characteristics of tasks. In the 

following section, we present a fine-grain view of congruence that focuses exclusively in the dynamic existence 

of interdependencies among tasks and their relationship with actors, independent of the properties of the those 

interdependent relationships. 

2.1 A Model of Congruence 

Given a particular set of dependencies among tasks, we are interested in identifying which set of individuals 

should be communicating and coordinating their activities and understand whether that occurs or not. The various 

dependency and communication relationships can be represented in matrix form. For instance, assigning 

individuals to particular work items can be represented by a people by task matrix where a one in cell ij indicates 

that worker i is assigned to task j. We will refer to this matrix as A. Following the same approach, we can think of 

a set of dependencies among tasks as a square matrix, named D, where a cell ij (or cell ji) indicates that task i and 

task j are interdependent. Now, if we multiply the matrices A and D, we obtain a people by task matrix, named 

AD, that represents the set of tasks a particular worker should be aware of, given the work items the person is 

responsible for and the dependencies of those work items with other tasks.   

Then, we can obtain a representation of the coordination requirements among the different workers by 

multiplying the matrix AD by the transpose of the matrix A. This product results in a people by people matrix, 

named CR. Finally, congruence can be determined by comparing the CR matrix with a communication matrix, 

named CA, that represents the interactions workers engaged in through different means of communication. Then, 
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given a particular set of dependencies among tasks, congruence is the proportion of interactions that actually 

occurred (given by CA) relative to the total number of interactions that should have taken place (given by CR). In 

other words, congruence represents the ratio of coordination requirements that were satisfied. 

2.2 Research Questions 

In this study, we present a technique to measure how congruent the actual organizational communication channels 

are relative to the theoretical interaction requirement imposed by the tasks. Specifically, we address the following 

research questions: 

What are the consequences of congruence? The theoretical developments in the organizational literature suggest 

that congruence is an important factor affecting task performance. Consequently, we expect to find higher levels 

of performance associated with higher levels of congruence. 

How does congruence come about?  Numerous factors such as the attributes of the task and individual-level 

characteristics drive communication patterns. As these factors evolve over time, it is crucial to understand the 

impact on the development of congruence.  

3. METHOD 

There are several characteristics of large software development projects that make them ideal settings for studying 

coordination and the role of congruence. First, the development of complex software systems is carried out by a 

large number of individuals, grouped into teams, working in parallel on different components of the same 

software product. Furthermore, no single developer or a small group has the ability to create or even fully 

understand large and complex systems in their entirety (Kraut & Streeter, 1995). Then, the efforts of those 

interdependent units need to be tightly coordinated in order to successfully develop such systems. Secondly, 

software design and development activities produce large amounts of archival information that allow us to 

reconstruct the details of how activities depend among themselves, how those dependencies change over time as 

well as how developers interact. The availability of such rich source of data makes software development a more 

attractive research setting relative to other types of intellectual and interdependent tasks. 

We collected data from a software development project of a large distributed system produced by a company that 

operates in the data storage industry. The data covered a period of almost three years of development activity. The 

company had one hundred and fourteen developers grouped into eight development teams distributed across three 

laboratories. All the developers worked full time into the project during the time period covered by our data. This 

setting provides a way to examine congruence as it relates to formal organizational structures as well as to 

geographical locations. We will refer to these two measures of congruence as structural and geographical 

congruence. Developers also use tools such as Internet Relay Chat (IRC) and a modification request (MR) 

tracking system to interact and coordinate their work. We built congruence measures based on these additional 

sources of data and we refer to them as IRC and MR communication congruence. 
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We performed two different studies. In the first study, we examined the role of congruence on task performance. 

In the second study, we examined the evolution of congruence between coordination requirements and actual 

communication over time. The following sections provide the details of each study and their results.  

3.1 Study 1: The Impact of Congruence on Task Performance 

The modification requests constitute our unit of analysis. Software development involves making a set of 

technical decisions that result in modifications to parts of the software. In order for the software to function 

correctly, the technical decisions made by the various developers must be compatible, therefore, coordination is 

required. Empirical research has shown that difficulties in communication and coordination breakdowns are 

recurring problems in software development (Curtis et al, 1988; Herbsleb & Mockus, 2003; Kraut & Streeter, 

1995), particularly, when the work items are geographically distributed (Herbsleb & Mockus, 2003) and the task 

involves more than one team (Curtis et al, 1988; Kraut & Streeter, 1995). Then, we focus our analysis on the set 

of modification requests that involve individuals from different teams in the organization.  

3.1.1 Description of the measures 

The literature has identified a number of factors that affect development time and, consequently, the resolution of 

modification requests. Some of those factors are related to characteristics of the task such as the amount of code to 

be written and the priority of the task, whereas other factors capture relevant attributes of the individual 

developers and the teams that participate in the development task. In the following paragraphs, we first describe 

our dependent variable, resolution time of modification requests. Then, the independent variables of our model 

are presented. Finally, we describe a number of control measures that have also included in our model. Tables 1 

and 2 summarize the descriptive statistics and the pair-wise correlations of the variables.  

Task performance is measured as the time that took to resolve a particular modification request and accounts for 

all the time that the MR was assigned to developers. The modification requests reports contain records of when 

the MR was opened and resolved as well as every time the MR was assigned to a particular developer. Given this 

information, we can compute the amount of time that developers were actually working on the task. We 

acknowledge that some modification request may have longer resolution times because people are working on 

multiple MRs, or because a modification request was temporarily suspended to address other emergency work. 

We address these concerns with several control variables described later in this section. Descriptive statistics and 

an inspection of the Q-Q plot showed that the resolution time measure was highly skewed to the left and the log 

transformation provided the best approximation to a normal distribution. Then, our dependent variable is the 

logarithm of the actual resolution time. 
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Table 1: Descriptive Statistics (N=809). 

 Mean SD Min Max Skew Kurtosis1 

Resolution Time (log) 0.888 1.297 0 6.490 1,476 1.350 

Structural Congruence  0.552 0.210 0.239 0.982 0.276 -1.355 

Geographical Congruence  0.763 0.124 0.461 0.954 -0.348 -0.420 

MR Congruence  0.512 0.294 0.101 0.982 -0.144 -1.566 

IRC Congruence 0.471 0.267 0.084 0.982 0.079 -1.279 

Dependency 0.170 0.257 0 1 3.344 9.185 

Priority 3.193 0.844 1 5 -1.026 0.784 

Re-assignment 3.270 1.498 0 6 -1.034 0.463 

Customer MR 0.120 0.132 0 1 7.308 15.130 

Time 69.133 7.678 50 81 -0.370 -0.671 

Change Size (log) 0.508 1.065 0 4.741 0.584 -0.180 

Team Load 22.742 13.931 1.578 58.800 0.638 -0.104 

Programming Experience 2 22 6.402 4.311 1.012 1.388 

Tenure 25.488 18.581 1 76 -0.160 -0.657 

Component Experience (log) 3.026 1.145 0 5.601 -0.979 -0.503 

 
In order to compute the various measures of congruence, our independent variables, we need to build the matrices 

CA and CR described earlier. We used four communication paths to construct the data in the matrix CA. The 

opportunities of interaction that exist for working in the same formal team or for working in the same location 

represent two potential paths of communication. The actual interactions among developers that occurred in the 

various IRC channels and in the modification requests reports provide alternative data for building a CA matrix. 

The data for constructing CR is extracted from the modification request reports. A modification request constitutes 

a change to the software such as adding a particular functionality or fixing an existing problem. Since a software 

system is a collection of files, a modification request might involve changes to one or more of those files. 

Moreover, the work can be performed by one or more developers. Then, a modification request provides us with a 

“developer i modified file j” relationship that constitutes our matrix A. In addition, we consider the technical 

decisions about the change to one file in a MR as dependent on the decisions made about changes to the other 

files involved in implementing the MR.  Then, files changed together in a MR represent our dependency matrix 

D. The product of the matrices A, D and the transpose of the matrix A then give us the coordination requirements 

matrix CR. The details of how each measure of congruence was computed are described in the following 

paragraph. 

Table 2: Pair-wise correlations among the independent variables (N=809,* p < 0.05). 

                                                                 
1 The statistical package used centers the Kurtosis measure at 0. 
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  1 2 3 4 5 6 7 

1 Dependency -       

2 Priority -0.043 -      

3 Re-assignment  0.061 -0.157* -     

4 Customer MR -0.003  0.087  0.042 -    

5 Time -0.038  0.117  0.024  0.097 -   

6 Change Size  0.160* -0.060  0.109 -0.037 -0.139 -  

7 Team Load -0.082 -0.040  0.026 -0.005  0.122 -0.005 - 

8 Programming Experience -0.042  0.023 -0.100 -0.056  0.045  0.018 -0.129* 

9 Tenure -0.098  0.006 -0.005 -0.027  0.075  0.068  0.137* 

10 Component Experience  0.051 -0.070  0.072  0.026  0.053  0.152 -0.005 

11 Structural Congruence  -0.031 -0.032  0.006 -0.013  0.101  0.088  0.138* 

12 Geographical Congruence  -0.015 -0.059  0.013  0.001  0.087  0.076  0.117 

13 MR Congruence  -0.003 -0.063  0.013  0.001  0.175*  0.122  0.108 

14 IRC Congruence  0.127  0.068  0.019  0.057  0.187* -0.036  0.053 

  8 9 10 11 12 13 14 

9 Programming Experience -       

10 Tenure  0.152* -      

11 Component Experience  0.157*  0.189* -     

12 Structural Congruence   0.083  0.069  0.087 -    

13 Geographical Congruence   0.086  0.107  0.057 -0.060 -   

14 MR Congruence   0.101  0.120  0.039  0.039 -0.032 -  

15 IRC Congruence  0.008  0.044  0.012 -0.027  0.093 0.150* - 

 
Structural Congruence captures the potential paths of communication that members of a formal team have 

through various mechanisms such as team meetings and other work-related activities. We build a communication 

network where an interaction between engineers i and j exists if they belong to the same formal team. 

Geographical congruence, similarly to the case of organization structure, is built around the idea of potential 

paths of communication that exists when individuals work in the same physical location (Allen, 1977; Olson & 

Olson, 2000). Then, in terms of the matrix of interactions, engineers i and j have a communication linkage if they 

work in the same location. Higher levels of congruence would mean that the geographic location of people 

matches their coordination needs so that relatively little coordination is required across sites.  MR communication 

congruence considers an interaction between engineers i and j only when both i and j explicitly commented in the 

MR report. Multiple modification requests might refer to the same problem and later be marked as duplicates of a 

particular modification request. All duplicates of the focal MR were also used to capture the interactions among 

developers.  The MR tracking system sends email to all the individuals listed in a CC list. We did not consider 

part of the communication network those recipient of email updates that did not explicitly contributed information 

to the modification report. Hence, our approach creates a network restricted to actual exchanges of information. 
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Finally, IRC communication congruence was computed based on interaction between developers from the IRC 

logs. Three raters, blind to the research questions, examined the IRC logs corresponding to the period of time 

associated with each MR and established an interaction between engineers i and j if they made reference to the 

bug ID or to the task or problem represented by the MR in their conversations. IRC communication was coded for 

809 modification requests out of the 1983 MRs that compose our dataset. In order to assess the reliability of the 

raters’ work, 10% of the MRs where coded by all raters. Comparisons of the obtained networks showed that 

97.5% (79 out of 81) of the networks had the same set of nodes and edges.  

Past research has proposed several additional factors that have an important impact on development time 

(Espinosa, 2002; Herbsleb & Mockus, 2003; Kraut & Streeter, 1995). We collected a number of control variables 

that are task-specific measures as well as team- and individual-level controls. Several task-specific factors such as 

task dependency, priority and task re-assignments could have an effect on development time. Dependency was 

measured as the number of modification requests that the focal MR depends on in order to for the task to be 

performed. Management prioritized the activities of the developer by using a scale from 1 to 5 in the modification 

request report where 5 was the highest priority and 1 the lowest. Then, that constituted our measure of priority of 

the MR. Task re-assignment was measured as the number of times an MR was re-assigned to a different engineer 

or team. This is particularly important because the new set of individuals need to build contextual information 

about the task that will impact the resolution of the MR. In addition, MRs opened by customers could represent 

work items with higher importance consequently affecting the resolution time.  A dummy variable was used to 

indicate if the MR is associated with the service request from a customer. Finally, a time variable, measured in 

months from the beginning of the project, was added to control for efficiencies that might develop overtime and, 

consequently, affect the resolution time of modification requests.  

The amount of code written or changed is a proxy for the actual development work done. The change size was 

computed as the number of files that were modified as part of the fix for the focal MR. Prior research (Espinosa, 

2002) has used lines of code changed as a measure of the size of the modification, however, our evaluation 

showed equivalent results to those obtained with our measure of change size. Therefore, the results presented in 

this paper are based on the measure computed from the number of files modified. The change size measure was 

highly skewed so a log transformation was applied to satisfy the normality requirements of the regression model 

used in our analysis. 

An experienced software engineer familiar with tools and programming languages can be more productive that 

inexperience developers (Brooks, 1995; Curtis et al, 1988; Robilliard et al, 2004). Furthermore, experience with 

the domain area and the application being developed helps accelerate development time (Curtis et al, 1988). We 

used archival information to compute several individual level measures of experience. First, programming 

experience was computed as the average number of years of programming experience prior to joining the 

company of all the engineers involved in the modification request. Tenure was measured as the average number of 
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months in the company of all the engineers that worked in the modification request at the time the work 

associated with the MR was completed. Component experience was computed as the average number of times that 

the engineers responsible for the MR have worked on the same files affected by the focal modification request. 

This measure was also log-transformed to satisfy normality requirements. Finally, Team load is a measure of the 

average work load of the team of engineers responsible for the components associated with the MR. This control 

variable was computed as the ratio of the average number of MRs in open or assigned state over the number of 

engineers in the groups during the time period that the MR was in assigned state. 

3.1.2 Results 

We performed several linear regression analyses to assess the effect of the congruence measures. The results are 

presented in Table 3. The results from Model I are consistent with previous research in software engineering 

(Espinosa, 2002; Herbsleb & Mockus, 2003). Factors such as the size of the modification, domain familiarity, and 

general programming experience are significant elements that affect resolution time of MRs.  

Table 3: Results for MRs from the Random Sample Dataset (* p < 0.05, ** p < 0.01). 

 Model I Model II Model III Model IV Model V Model VI Model VII 

(Constant)  7.688**  7.973**  8.127**  8.032**  8.193**  7.572**  7.981** 

Dependency  0.870*  0.892*  0.903*  0.891*  0.891*  0.859*  0.849* 

Priority -0.780* -0.780* -0.781* -0.774* -0.778* -0.734* -0.763* 

Re-assignment  0.219*  0.221*  0.221*  0.221*  0.217*  0.218*  0.221* 

Customer MR -0.780 -0.782 -0.782 -0.764 -0.764 -0.78 -0.764 

Time -0.075* -0.074* -0.074* -0.075* -0.075* -0.073* -0.071* 

Change Size  1.546*  1.552*  1.557*  1.571*  1.562*  1.417*  1.444* 

Team Load  0.311*  0.313*  0.317*  0.323*  0.319*  0.307*  0.309* 

Programming Exp. -0.135* -0.134* -0.133* -0.134* -0.131* -0.138* -0.134* 

Tenure -0.271* -0.275* -0.276* -0.272* -0.274* -0.268* -0.267* 

Component Exp. -0.190* -0.204* -0.204* -0.215* -0.212* -0.205* -0.204* 

Structural Congruence   -0.490* -0.489* -0.475* -0.426*  -0.473* 

Geographical Congruence    -0.293* -0.302* -0.295*  -0.302* 

MR Congruence     -0.135* -0.117*  -0.135* 

IRC Congruence      -0.096*  --- 

N  809  809  809  809  809 1983  1983 

Adjusted R2 0.791 0.812 0.827 0.841 0.859 0.753 0.842 
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Task-specific characteristics such as dependencies with other modification requests, the priority of the task as well 

as re-assignments of task responsibility increased development time. Models II though V introduce our measures 

of congruence in the analysis. In those models, the number of modification request in the sample is limited by the 

availability of the coded IRC interactions to construct the communication congruence measure. Models VI and 

VII show the results of the regression analysis performed against the entire dataset. Overall, the models show 

consistent statistically significant effects on all the congruence measures.  The estimated coefficients of the 

congruence measures have negative values which are associated with a reduction in resolution time. Then, the 

results highlight the important role of congruence on task performance as well as the complementary nature of all 

communication paths. Table 4 presents a similar analysis broken down on a per product release basis. 

The results in table 4 show that the effects of the various types of congruence differed across releases. Structural 

congruence is associated with shorter development times in release 1 and 2 but its effect eroded by the third 

release. One possible interpretation is that the software evolved and new coordination requirements were 

introduced, consequently, the formal channels of communication provided by the organizational structure no 

longer satisfied them. In order to assess whether personnel turnover and mobility across teams contributed to this 

result, we examined archival data collected from the company.  This analysis indicated a yearly turnover rate of 

only 3% and an inter-group mobility rate of less than 1%. Therefore, membership changes in the groups and 

Table 4: Results for MRs Associated with each Release (* p < 0.05, ** p < 0.01). 

                       Release 1 Release 2  Release 2 

 Model I Model II  Model I Model II  Model I Model II 

(Constant)  6.997**  7.107**   7.493**  7.653**  8.195**  8.318** 

Dependency with other MRs  0.987*  0.969*   0.842*  0.802*  0.847*  0.893* 

Priority -0.567* -0.553*  -0.678* -0.665*  -0.709* -0.709* 

Re-assignment  0.341*  0.341*   0.218*  0.249*  0.232*  0.232* 

Customer MR -0.876 -0.884  -0.797 -0.746  -0.891 -0.891 

Time -0.081** -0.082**  -0.069** -0.067**  -0.071** -0.069** 

Change Size  1.417*  1.593*   1.509*  1.581*  1.387*  1.451* 

Team Load  0.293**  0.299**   0.302*  0.302*  0.302*  0.307* 

Programming Experience -0.175* -0.171*  -0.146* -0.142*  -0.138* -0.139* 

Tenure -0.245* -0.237*  -0.271* -0.265*  -0.288* -0.279* 

Component Experience -0.319* -0.305*  -0.278* -0.281*  -0.232* -0.256* 

Structural Congruence   -0.389*   -0.402*   -0.457 

Geographical Congruence   -0.242*   -0.307*   -0.281* 

MR Congruence  -0.213*   -0.183*   -0.119* 

IRC Congruence  -0.115*   -0.167*   -0.089* 

N  437  437   185  185   187  187 

Adjusted R2 0.813 0.884  0.802 0.858  0.794 0.869 
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departing developers are unlikely to be substantial reasons for the lack of effect of structural congruence on 

resolution time. Geographical congruence had a positive effect on resolution time in all three releases, consistent 

with past research showing the detrimental effects of distance on communication (see Herbsleb & Mockus, 2003 

and Olson & Olson, 2000 for reviews). Finally, communication congruence based on the interactions amongst 

engineers through the MR reports affected development time differently across releases, gaining statistical 

significance only in the last two releases. The lack of effect in the first release could be a result of engineers not 

using the modification request reports for communication in the early stages of development. Information seeking 

activity could have taken place face-to-face in informal meetings or planned group activities. The positive effect 

of structural congruence in the first release is consistent with this argument. 

3.2 Study 2: Evolution of Congruence over Time 

The analysis from study 1 showed that when communication amongst individuals matches the communication 

requirements imposed by the dependencies of the tasks, task performance is improved. In this study, we explore 

the evolution of the measures of congruence over time and examine how the patterns of congruence relate to 

individuals’ performance in the project.  

The data used in this analysis consisted of 809 modification requests used in the first study plus 167 modification 

request from the forth release of the product. This last group of modification request was not included in the 

analysis reported in study 1 because we were not able to obtain data for some of the control variables.  We did not 

require these control variables for Study 2, so we were able to include data from all four releases of the product.  

One difficulty when doing a longitudinal analysis of a software project is the changing nature of the tasks. For 

instance, in the first release, an important amount of feature development activity took place during the period of 

analysis. By the third and fourth releases, the modification requests were mostly related to defect resolution. 

Therefore, we also explore the relationship between the characteristics of the task, feature development or defect 

resolution, and the evolution of the congruence measures. 

Since we are using the software code history to compute communication requirements (CR), our congruence 

measures are most relevant to tasks focused on the software code, rather than, say, analysis or design.  In order to 

achieve this focus, we restricted our analysis to modification requests that were resolved between the day of 

“code-freeze”2 until the day the product was released.  These changes are both fixes for defects encountered 

during the Quality-Assurance testing phase, and any feature work that was not finalized before the code freeze 

date. We selected these data to clearly identify a period of time where there is a high level of company-wide focus 

on programming tasks.   

                                                                 
2 “code-freeze” is a term used in software development to indicate the beginning of the development phase that 

focuses on getting the product to the levels of quality required for a first-customer-shipment. 
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As in study 1, we computed four different measures of congruence based on organizational structure, 

geographical location, interactions captured on IRC and in the MR reports. The communication networks were 

built on a weekly basis. Congruence was computed comparing the communication requirements matrix from week 

tn to the actual communication matrix from week tn-1, because we assume that developers would discuss a 

particular problem before making the actual changes in the source code3. The communication network based on 

IRC or modification requests represents an aggregate measure across all MRs resolved in a particular week.  

Our analysis showed that the different measures of congruence varied significantly across releases. Figure 1 

shows the average level of each measure of congruence across the different releases. In the first release, structural 

and geographical congruence dominate while communication congruence based on MRs or IRC are almost 

absent. In later releases, structural congruence decreases significantly, particularly in the third and forth releases. 

This result is consistent with the results found in study 1, suggesting that the dependencies among the various 

components of the software system are changing over time and the work requires the contribution of individuals 

from different teams. The measures of communication congruence based on MR and IRC increase in release 2 

and they remain high during the last two releases. The increase in communication congruence coincides with the 

gradual decrease of structural congruence. A possible interpretation of this result is that developers are learning to 

substitute the lack of formal communication paths with interactions through other means such as IRC and MR 

reports. 
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Figure 1: Evolution of the Congruence Measures across Releases. 

 

We also examined the evolution of the congruence measures from a statistical point of view using a repeated 

measures type of analysis. Table 5 shows a significant effect of time on the various types of congruence measures. 

Moreover, the interaction of time and type of congruence is significant suggesting that the various measures are 

changing over time in different ways as shown in figure 1. Although whether the modification request refers to a 

                                                                 
3 We also computed the congruence measures using week tn for both required and actual communications, and the 

trends remained the same. 
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feature development or a defect task affects the levels of congruence, that effect remains the same overtime, 

hence, the lack of “Time-Type of Task” interaction effect. 

Table 5: Effect of Time on the Type of Congruence Measure. 

 F df p 

Time 107.028 3 <0.001 

Type of Congruence 112.208 3 <0.001 

Type of Task 8.465 1 0.004 

Time * Type of Congruence 116.051 9 <0.001 

Time * Type of Task 0.387 3 0.742 

Mockus et al (2002) reported that in open source and commercial projects most of the modifications to the 

software are made by a small number of developers. These findings provide a useful framework to construct 

classify developers based on their contributions and examined the pattern of interaction and, consequently, 

patterns of congruence of different groups of developers. We computed the contributions of the developers and 

we encountered that 50% of the system was built by only 18 developers (15.6%). We, then, separated the 

developers and their interactions into two groups and repeated the analysis reported above. Figure 2 shows the 

evolution of congruence for the top 18 contributors across releases. The general patterns are similar to the overall 

results shown in figure 1. 

0.00
0.10
0.20
0.30
0.40
0.50
0.60
0.70
0.80
0.90

Release 1 Release 2 Release 3 Release 4

C
on

gr
ue

nc
e 

(a
vg

.)

IRC MR Structure Geography

 

Figure 2: Congruence Measures across Releases based on Top Contributors Interactions. 

 

Figure 3 depicts a very different result for the rest of the developers. These developers do not seem to use the 

computer-mediated communication means to interact with the right set of people. Consequently, they never 

achieve high levels of congruence in the IRC and MR congruence measures.  

 



 14

0.00
0.10
0.20
0.30
0.40
0.50
0.60
0.70
0.80
0.90

Release 1 Release 2 Release 3 Release 4
C

on
gr

ue
nc

e 
(a

vg
.)

IRC MR Structure Geography

 

Figure 3: Congruence Measures across Releases for the rest of the developers. 

 

There are many factors that can lead to the differences in interaction and coordination patterns reported in figures 

2 and 3. Table 6 indicates that the two groups of developers do not differ in terms of programming experience, 

domain experience, their level of education and their tenure in the company. A possible source of different, then, 

could be related to the top contributors’ structural position in the communication networks. 

Table 6: Differences between developers’ populations. 

 t df p 

Programming Experience -1.85 30 0.073 

Domain Experience -0.59 23 0.556 

Graduate Education 1.03 23 0.311 

Tenure in the company 1.21 23 0.239 

 

4. IMPLICATIONS FOR COLLABORATIVE TOOLS DESIGN 

The results presented in the previous section provide interesting insights about the patterns of communications 

and coordination among individuals working on tasks with dynamic sets of interdependencies. Collaboration and 

awareness tools can benefit from the technique proposed in this study in various ways. Once a measure of 

dependency is available, a tool could assess the congruence between coordination requirements and 

communication at any point in time. Then, managers or other stakeholders can take, if required, the necessary 

steps to facilitate the appropriate flows of communication. For instance, in a study of communication and 

coordination in a jet engine design project, Sosa et al. (2004), highlighting the difficulty of managing cross-

boundary interdependencies, provide examples of interdependent teams that did not interact at all among them. 

The lack of appropriate communication resulted in difficulties at the time of integrating the various subsystems. 

Project management tools could use congruence type of information to provide a signaling mechanism that alerts 

project managers of potential issues with certain tasks prior to important milestones such as system integration. 
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In the context of large and complex projects, where tens or hundreds of individuals participate, identifying the 

right person to interact with and coordinate interdependent activities might not be a straight forward task. The 

congruence measures could provide the backend to augment an awareness tool that provides real-time information 

of the likely set of workers that a particular individual might need to communicate with. In software development, 

for instance, tools such as integrated development environments (IDE) could use the congruence measures to 

recommend a dynamic “buddy list” every time particular parts of the software are modified. In this way, the 

developer becomes aware of the set of engineers that modified parts of the system that are interdependent with the 

one the developer is working on. In the context of collaboration and awareness in software development, tools 

such as TUKAN (Schummer & Haake, 2001) and Palantir (Sarma et al, 2003) have been proposed. This set of 

applications provides visualization and awareness mechanisms to aid developers identify and handle modification 

to the same software artifacts such as source code files. The technique proposed in this paper goes beyond the 

identification of artifacts shared or modified by multiple developers but also would allow developers identify 

those files that have dependencies among them when those dependencies are not explicitly determined. Therefore, 

tools such as TUKAN and Palantir would be enhanced by integrating the congruence measures.  

In sum, collaboration technologies could use the congruence information in a variety of ways to understand what 

needs to be brought into the user experience. 
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